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Abstract. Management of dynamic processes in an important issue in
rapidly changing organizations. Workflow management systems are sys-
tems that use detailed process models to drive the business processes.
Current business process modelling languages and models are of imper-

ative nature – they strictly prescribe how to work. Systems that al-
low users to maneuver within the process model or even change the
model while working are considered to be the most suitable for dynamic
processes management. However, in many companies it is not realistic
to expect that end-users are able to change their processes. Moreover,
the imperative nature of these languages forces designer to over-specify
processes, which results in frequent changes. We propose a fundamen-
tal paradigm shift for flexible process management and propose a more
declarative approach. Declarative models specify what should be done
without specifying how it should be done. We propose the ConDec lan-

guage for modelling and enacting dynamic business processes. ConDec is
based on temporal logic rather than some imperative process modelling
language.

Key words: Workflow management, declarative model specification, dynamic work-

flow, flexibility, temporal logic.

1 Introduction

Companies need to adapt to rapid changes in their environment. In order to
maintain agility at a competitive level, business processes are subjected to fre-
quent changes. As software products that are used in companies for automatic
driving of the business processes, workflow management systems (WFMSs) [2,
10] should be able to support the dynamics of business processes.

Workflow management systems are generic information systems which can
be implemented in variety of organizations to manage the flow of work. In tradi-
tional WFMSs, every change of such a business process model is a time consum-
ing and complex endeavor. Therefore, these systems are not suitable for rapidly
evolving processes. The rigid nature of today’s systems results from the way they
model and enact the business process. A business process model can be seen as



a scheme which defines the ‘algorithm’ of the process execution. During the ex-
ecution of the model, the system uses the business process model as a ‘recipe’
to determine the sequence (order) of tasks to be executed. Since the enactment
of the model highly depends of the modelling technique and the modelling lan-
guage, the later two play a determining role in the way the prescribed process
can be executed. The weaker this prescription is, the easier it is to deviate from
the prescribed process. However, most process models enforce the prescribed pro-
cedure without deviations. Flexible WFMSs should allow users to deviate from
the prescribed execution path [12]. For example, traditional systems have the
reputation to be too rigid because they impose a strictly predefined execution
procedure.

The case-handling paradigm is usually considered as ‘a more flexible ap-
proach’ [5] because users work with whole cases and can modify to some extent
the predefined process model. An example of such a system is FLOWer, which
offers the possibility to open or skip work items that are not enabled yet, skip
or execute enabled work items and redo executed or skipped items.

Systems for dynamic process management emerge as a necessity to enable dy-
namic changes in workflow management systems [12, 6]. As response on demand
for dynamic business process management, a new generation of adaptive work-
flow management systems is developed [20, 17, 15]. When working with adaptive
systems, users can change execution paths (e.g., in ADEPT users can insert,
delete or move tasks in process models [17]).

Both in traditional, case-handling and adaptive systems, process models are
presented in a process modelling language (e.g., Petri nets [18] ,Pi calculus [16],
etc.), which defines the ‘algorithm’ for the process execution. Based on this
algorithm, the system decides about the order of the task execution. Because
process modelling languages like Petri nets and Pi calculus precisely prescribe
the algorithm to be executed, the resulting models are imperative. Although case-
handling and adaptive workflow systems allow for deviations/changes of models
written in imperative languages, the result remains an imperative model. This
can result in many efforts to implement various changes over and over again.

To abandon the imperative nature of contemporary WFMSs, we propose a
paradigm shift by using a declarative language. In this paper we propose Con-

Dec as a declarative language for modelling business processes. Unlike imperative
languages, declarative languages specify the “what” without determining of the
“how”. When working with such a model, the users are driven by the system to
produce required results, while the manner in which the results are produced de-
pends on the preferences of users. Figure 1 characterizes the differences between
classical imperative languages and ConDec. Figure 1(a) illustrates that Con-
Dec specifies the “what” by starting from all possibilities and using constraints
to approximate the desired behavior (outside-to-inside).

Imperative languages start from the inside by explicitly specifying the proce-
dure (the “how”) and thus over-specifying the process. To illustrate this, consider
the ConDec constraint shown in Figure 1 (b). This constraint implies that the
only requirement is that for a given case not both A and B are executed, i.e.,
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Fig. 1. A shift from imperative to declarative languages.

it is possible to execute A once or more times as long as B is not executed and
vice versa. It is also possible that none of them is executed. In an imperative
language one tends to over-specify this as shown in Figure 1 (c). Unlike Fig-
ure 1 (b), now a decision activity is introduced – X. This activity needs to be
executed at a particular time and requires rules (e.g. conditions c1 and c2) to
make this decision. Moreover, implicitly it is assumed that A or B is executed
only once. Hence, there is an over-specification of the original requirement and
as a result (1) changes are more likely and (2) people have less choice when using
the system.

In this paper we first introduce ConDec, a new language for modelling dy-
namic business processes (Section 2). In Section 2.1 we show an illustrative
example of a ConDec model. Section 2.2 shows how a ConDec model can be en-
acted by a process management system. Related work is presented in Section 3.
Section 4 concludes the paper and proposes future work.

2 Declarative Business Process Models

ConDec is a declarative language that can be used to build a wide range of
models: from very ‘strict’ models that define the process in detail to very ‘relaxed’
models that state only what work should be done, without specifying how it
should be done. Taking an optimistic approach, the simplest model to make in
ConDec is a model specifying which tasks are possible. Users can execute such
a model in their own preference – they can choose which tasks to execute and
how many times, and in which order to execute tasks. However, such a simple
too-relaxed model can be too ‘anarchic’ – there are often some rules that should
be followed while working. These rules can also be added to a ConDec model -
thus making it more rigid if desired. As an ‘strict’ extreme, a ConDec model can
be supplied with such rules, that it behaves as an imperative model during the
execution: the process is strictly prescribed and followed.

Initially, a ConDec model consists of a number of tasks, which are the possible
tasks that can be executed. The notion of a task is the smallest unit of work,



like in any other workflow language. In an extreme case, a model consisting
only of tasks can be instantiated and enacted. When working on such a process
instance, users would be able to execute whichever tasks in whatever order. The
next step in developing a ConDec model is to define the relations between tasks.
The notion of relations between tasks in ConDec is considerably different than
in a Petri net and other traditional workflow models. Relations between tasks
in a Petri net describe the order of execution, i.e, how the flow will be executed.
We refer to the relations between tasks in ConDec as constraints. A constraint
represents a policy (or a business rule). At any point in time during the execution
of the model, each constraint has a boolean value ‘true’ or ‘false’, and this value
can change during the execution. If a constraint has the value ‘true’, the referring
policy is fulfilled and vice versa – if a constraint has the value ‘false’, the policy is
violated. At every moment during the execution of a process model, the model
is evaluated to be correct or not. The execution of a model is correct at one
moment of time if all its constraints have the value ‘true’ at that moment of
time. Since some constraints can evaluate to ‘false’ at the very beginning of the
execution, a constraint which has the value ‘false’ during the execution is not
considered an error. Consider an example of a constraint that specifies that, each
execution of task A is eventually followed by task B. Initially (before any task
is executed), this constraint expression evaluates to true. After executing A the
constraint evaluates to false and this value remains false until B is executed.
This illustrates that a constraints may be temporarily violated. However, the
goal is to end the execution of a ConDec model in a state where all constraints
evaluate to true.

We use Linear Temporal Logic (LTL) [14] for declarative modelling of re-
lations between tasks – constraints. In addition to the basic logical operators,
temporal logic includes temporal operators: nexttime (©F ), eventually (3F ),
always (2F ), and until (F ⊔ G). However, LTL formulas are difficult to read
due to the complexity of expressions. Therefore, we define a graphical syntax
for some typical constraints that can be encountered in workflows. The combi-
nation of this graphical language and the mapping of this graphical language to
LTL forms the declarative process modelling language - ConDec. We propose
ConDec for specification of dynamic processes.

Because LTL expressions can be complex and difficult to create for non-
experts, we introduce constraint templates for creating constraints. Each tem-
plate consists of a formula written in LTL and a graphical representation of the
formula. An example is the “response constraint” which is denoted by a special
arc connecting two activities A and B. The semantics of such an arc connecting A

and B are given by the LTL expression 2(A −→ 3B), i.e., any execution of A is
eventually followed by B. Users use graphical representation of the templates to
develop constraints in the ConDec model. Every template has an LTL expression
of the constraint. It is the LTL expression and not the graphical representation
that is used for the enactment (execution) of the model.

We have developed a starting set of more than twenty constraint templates.
Constraint templates define various types of dependencies between activities at



an abstract level. Once defined, a template can be reused to specify constraints
between activities in various ConDec models. It is fairly easy to change, remove
and add templates, which makes ConDec an ‘open language’ that can evolve
and be extended according to the demands from different domains. Currently,
there are three groups of templates: (1) “existence”, (2) “relation”, and (3)
“negation” templates. Because a template assigns a graphical representation to
an LTL formula, we can refer to such a template as a formula. Presentation of
all templates is not necessary for the demonstration of the language. For a full
description of the developed templates, we refer the reader to the report [4].
Figure 2 shows an illustrative ConDec model consisting of three tasks: A, B, and
C. Tasks A and B are tagged with a constraint specifying the number of times the
task should be executed. These are the so-called “existence formulas” that specify
how many times a task can be executed within one case. Since task C does not
have a constraint on the number of executions, it can be executed zero or multiple
times (0..*). The arc between A and B is a relation formula and corresponds to
the LTL expression for “response” discussed before: 2(A −→ 3B). The response
constraint is satisfied if task B is executed after task A, but not necessarily as
the next task after A. This constraint allows that some other tasks are executed
after task A and before task B. The connection between C and A denotes the
“co-existence” relation formula: ( 3 C −→ 3 A ) ∧ ( 3 A −→ 3 C ). According
to this constraint, if C is executed at least once, A is also executed at least once
and vice versa. This constraint allows any order of the execution of tasks C and
A, and also an arbitrary number of tasks between tasks C and A. Note that it is
not easy to provide a classical procedural model (e.g., a Petri net) that allows
for all behavior modelled Figure 2.
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Fig. 2. An simple example of a ConDec model.

Note that a ConDec model can be developed as an imperative model when
using the right constraints. For example, we developed a constraint template
“chain succession” [4] that can be used to specify a direct succession between
two activities.

We use an illustrative example to explain the concept of declarative languages
and advantages of declarative process models. First, we develop a Petri net model
of a simple example of on-line book purchasing. Next, we show how to develop a
ConDec model for the same example. This will show how ConDec specifies the
relations between tasks in a more natural and refined way.



Figure 3 shows a Petri net model of a simple proces for on-line book pur-
chasing. A Petri net consists of places (represented by circles) and transitions

(represented by rectangles). Transitions and places are connected with directed
arcs – a transition has its input and output places. Initially, there is a token
in the place start. A transition is enabled when there is a token in each of its
input places. If a transition is enabled, it fires by consuming a token from each
of its input places and producing a token in each of its output places. In our
example, the transition order is enabled and will fire the first by consuming and
producing one token. The produced token will enable transitions accepted and
declined. If the order is not accepted, the transition declined will fire by con-
suming a token from the input place and producing a token in its output place
– end. This process execution would end with the initial order being declined
and the book would not be purchased. If the order is accepted, the transition
accepted fires by consuming one token and producing two. This will result in
transitions receive book and receive bill being enabled. We assume that
the book and the bill arrive separately, because it is possible that the book ar-
rives from the shipper and the bill from the bookstore. When the book arrives
the transition receive book fires, and transition receive bill fires when the
bill arrives. Only after these two transitions fire and produce tokens in two input
places of the transition pay, the book will be payed by firing this transition, and
thus ending the process of book purchasing.

start


order


accepted


declined


end


receive

book


receive

bill


pay


Fig. 3. Petri net - Purchasing a book

2.1 Declaring a Business Process in ConDec

In this section, we develop a ConDec model for the book purchasing example
and explain the concept of constraints using this model. Figure 4 shows a Con-
Dec model for the purchasing book example. We first define the same tasks like
in the Petri net model in Figure 3. However, instead of defining the relations
with Petri net arcs, we create a number of constraints, based on templates pre-
sented in [4]. First we develop a number of unary “existence” constraints. These
constraints define how many times a task can be executed – the cardinality of a
task. The graphical representation of these constraints indicates the cardinality
for each task. Task order has the “existence” constraint “exactly 1” [4]. This
constraint can be seen as the cardinality symbol ‘1’ above the task order, and



it specifies that this task will be executed exactly once. All other tasks have the
“existence” constraint “absence 2” [4]. The graphical representation for this con-
straint is the cardinality symbol ‘0..1’ and it specifies that the task can execute
at most one time. In this example, the book will be ordered exactly once, and
this is why the task order has the cardinality ‘1’. The order can be accepted

or not. Similarly, the order can be declined or not. This is why these two tasks
have the cardinalities ‘0..1’. The book, the bill and the payment will not be ex-
ecuted more that one time. However, due to the possible declining of the order
and errors, it might happen that these tasks do not execute at all. Therefore,
tasks receive book, receive bill and pay have cardinality ‘0..1’.

Fig. 4. ConDec - Purchasing a book

Next, we define relations between tasks. Several “relation” and “negation” [4]
constrains are added to describe dependencies between tasks in the ConDec model
in Figure 4. There is a branched response from the task order. It has two
branches: one to the task accepted and the other to the task declined. Some
binary “relation” and “negation” constraints can be extended with branches. The
branched response in Figure 4 specifies that, after every execution of order, at
least one of the tasks accepted or declined will eventually be executed. How-
ever, it is now possible that both tasks are executed, and to prevent this we add
the not co-existence constraint between tasks accepted and declined. So
far, we have managed to make sure that after the task order only one of the ac-
tivities accepted and declined will execute in the model. One problem remains
to be solved – we have to specify that both tasks accepted and declined can
be executed only after the task order was executed. We achieve this by creating
two precedence constraints: (1) one between the tasks order and accepted

making sure that the task accepted can be executed only after the task order

was executed, and (2) one between tasks order and declined makes sure that
the task declined can be executed only after the task order was executed.

Further, we specify the relation between the activities accepted and receive

book. In the Petri net model we had a strict sequence between these two activi-
ties. However, due to some problems or errors in the bookstore it might happen
that, although the order was accepted (the task accepted is executed), the book
does not arrive (the task receive book is not executed). However, we assume



that the book will not arrive before the order was accepted – the constraint
precedence between the activities accepted and receive book specifies that
the task receive book cannot be executed until the task accepted was exe-
cuted.

The original Petri net specifies that if the bill arrives also the book will arrive,
and vice versa. This may not be always true. The ConDec model in Figure 4
accepts the situation when the bill arrives even without the book being sent. This
could happen in the case of an error in the bookstore when a declined order was
archived as accepted, and the bill was sent without the shipment of the book.
However, we assume that every bookstore that delivers a book, also sends a bill
for the book. We specify this with the responded existence constraint between
the receive book task and the receive bill task. This constraint forces that
if the task receive book is executed, then the task receive bill must have
been executed before or will be executed after the task receive book. Thus, if
the execution of the task receive book exists, then also the execution of the
task receive bill exists.

The constraint precedence between the tasks receive bill and pay means
that the payment will be done after the bill was received. However, after the bill
was received the customer does not necessarily pay, like in the Petri net model.
It might happen that the received book was not the one that was ordered or it
was damaged. In these cases, the customer can decide not to pay the bill. Note
that the ConDec model in Figure 4 allows users to pay even before the book has
arrived. If the order was accepted, then the book can be received. The bill can
be paid as soon as the bill is received, and the bill can be received before the
book. This allows for the execution of the model where the book arrives after
the received bill had been paid.

Note that in this section we used a Petri net model as a starting point and
showed the corresponding ConDec model after some relaxations. For real-life
processes we propose not to do this. Starting with a classical process model may
lead to the introduction of unnecessary constraints that limit users and flexibility.
Because of a (potential) large number of different (types of) relations between
activities, ConDecmodel can become to complex. Therefore, we recommend a
careful selection of a small number of relations (constraints) that are appropriate
for the desired ConDec model.

2.2 Enacting Declarative Models

While the graphical notation of constraint templates enables a user-friendly in-
terface and masks the underlying formula, the formula written in LTL captures
the semantics of the constraint. A ‘raw’ ConDec model consists of a set of tasks
and a number of LTL expressions that should all evaluate to true at the end of
the model execution. ConDec models can be executed due to the fact that they
are based on LTL expressions, and every LTL formula can be translated into
an automaton [14, 11]. The possibility to translate an LTL expression into an
automaton and the algorithms to do so, have been developed for and extensively
used in the field of model checking [14]. The Spin tool [13] uses an automata



theoretic approach for the simulation and exhaustive formal verification of sys-
tems, and as a proof approximation system. Spin can verify the correctness of
requirements, which are written as LTL formulas, in a system model written in
Promela (PROcess MEta LAnguage) [13]. A more detailed explanation about
the automata theory and the creation of the Buchi automatons from LTL for-
mulas is out of scope of this article and we refer the interested readers to [13,
14].

We can execute a ConDec model [4] by constructing an automaton [11] for
each of the LTL expressions or constructing a single automaton for the whole
model (i.e., construct an automaton for the conjunction of all LTL expressions).
Figure 5 shows a simple ConDec model and the corresponding automaton1. This
model consists of tasks curse, pray, and bless and the constraint response

between tasks curse and pray. With this constraint in the model, when a person
curses (p2 is not an accepting state), (s)he should eventually pray after this (p1
is an accepting state). Because there are no “existence” constraints in this model,
all three activities can be executed an arbitrary number of times.

(a)  model
 (b) automaton


p2
p1
 p2


bless


pray
 pray


curse
 curse,bless


curse
 pray


bless


response


Fig. 5. A simple ConDec model.

Using automata for the execution of models with constraints allows for the
guidance of people, e.g., it is possible to show whether a constraint is in an
accepting state or not. Moreover, if the automaton of a constraint is not in an
accepting state, it is possible to indicate whether it is still possible to reach an
accepting state. This way we can color the constraints green (in accepting state),
yellow (accepting state can still be reached), or red (accepting state can not be
reached anymore). Using the Buchi automaton some engine could even enforce
a constraint.

3 Related Work

Although many business processes can be characterized as dynamic processes,
traditional rigid WFMSs can not cope with frequent changes. The flexibility of
WFMSs can be seen as the ability to change or deviate from the business process
and plays an important role in the extend to which such systems can support

1 Note that the generated Buchi automaton is a non-deterministic automaton. For
simplicity we use a deterministic automaton yielding the same behavior.



dynamic processes [12]. The nature of the modelling language itself determines
the usability and flexibility of the system [3].

Case-handling systems have the reputation to be more flexible and more
appropriate for dynamic business processes [5]. In such systems, users can open
a whole case, and work on that case, while in traditional WFMSs, users work
with multiple cases. When allowing users to work on whole cases, the system
has the privilege to allow for much more maneuver in the process (e.g., opening,
skipping and re-doing tasks in FLOWer).

The most advanced solution for dynamic processes management is a class of
WFMSs that offers the possibility to change the business process model at run-
time [20, 17, 15]. When working with adaptive WFMSs, it is possible to change
the business process model on the general level (i.e., the change is applied for all
business process instances), or on the instance level (i.e., the change is applied
only on one instance). Systems like ADEPT [17] develop very complex workflow
engines [19] that are able to handle inserting, deleting and moving tasks at run-
time.

Declarative properties are used to check whether the model matches the
modelled system in [7]. In this approach, causal runs of a Petri net model are
generated by means of simulation. Process nets representing causal runs are
analyzed with respect to specified properties. The three groups of properties
are: facts (the property should always hold) [9], causal chains (immediate causal

dependency) and goals (the property eventually holds). While this approach
validates Petri net process models, our approach is used to generate and enact
the model.

4 Conclusions and Future Work

Flexibility of WFMSs is tremendously influenced by their perception of the no-
tion of a business process. In current systems, the model of a business process
is seen as an imperative prescription of the procedure that should be followed
during work. The present solutions for dynamic process management lie in a
flexible execution of the model (i.e., case handling systems such as FLOWer),
and in the possibility to change the model during the execution (i.e., adaptive
systems such as ADEPT [17]). However, the approach and the model still remain
the same: an imperative prescription of how the solution should be reached.

ConDec is a declarative language for modelling business processes. It specifies
what should be done, and users can decide how they will do it. We take an
optimistic approach where, in principle, anything is possible. That is, anything
is possible unless we specify some constraints. Constraints represent policies that
should not be violated. In a way, constraints specify what not to do instead of
specifying how to work. This leaves a lot of room for the maneuver of users, who
can make decisions and work in various ways with the same ConDec model.

Using automata theory and Linear Temporal Logic, ConDec models can be
executed by an engine. Developing a system for management of ConDec mod-
els brings various challenges. We are currently developing a prototype of such



a system. Up to now, we have developed an editor where constraint templates
can be defined and used to build a ConDec model. The ConDec model for the
purchasing book example is developed in this tool (cf. Figure 6). The next
challenge is to develop a complete workflow management system. This sys-
tem will be used together with the YAWL system (www.yawl-system.com),
where the YAWL language [1] deals with the structured workflows at a higher
level. Moreover, the system will be linked to our process mining tool ProM [8]
(www.processmining.org). This allows for the monitoring of ConDec flexible
processes. Actually, ProM already offers an LTL checker for checking the Con-
Dec constraints after execution.

YAWL


Prom


interface B


Fig. 6. The ConDec system with YAWL and ProM.
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